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1 Context

To program parallel systems efficiently and easily, a wide range of programming models have been proposed, each with different choices concerning synchronization and communication between parallel entities. Among them, futures [2] and the actor model [1] is based on loosely coupled parallel entities that communicate by means of asynchronous messages and mailboxes. Some actor languages provide a strong integration with object-oriented concepts; these are often called active object languages. Actors and active object languages feature interesting properties and programming abstractions, including the interaction between entities by request/reply mechanisms, and some determinism guarantees making programming easy and efficient in a distributed environment.

On the other hand, OCaml 5.0 [3] provides a brand new feature to OCaml: multicore programming. For this purpose, OCaml 5.0 will contain a new runtime and garbage collector that support parallelism [5], and a new language feature to easily support concurrency: algebraic effects [6]. Traditionally, complex control flow structures such as raise for exceptions, yield for iterators, or async/await for concurrency are built-in constructs of the language that are specially handled by the compiler. Algebraic effects [4] define a general mechanism which allow programmers to define all these constructs directly as libraries. These libraries can then define how exactly these constructs are implemented, for instance by providing a dedicated scheduler.

Algebraic effects gives us a great opportunity to experiment with varied concurrency constructs. Notably, we have recently developed an initial prototype implementing parallel actors with a syntax extension for OCaml. However, so far, this library has no support for distributed systems, no well-defined semantics, and merely serves as a proof of concept.

2 Internship objective

The objective of the internship is to develop a library of distributed actors in multicore OCaml. This work includes both theoretical and implementation aspects. The internship should cover both aspects but can be oriented more towards theoretical contribution or implementation depending on the student.

2.1 A library for distributed actors

On the practical side, the objective of the internship is the following.

— Based on our initial prototype, develop distributed actors based on OCaml Multicore. A first step is the development of a runtime library for actors with both multicore and distributed capabilities. A second step is the design of a syntax extension providing a nice syntax for actors, and of a compiler that uses the runtime library developed in the first step.

— Develop practical usecases showing the effectiveness of the proposed library. Depending on the interest of the student, this can range from computationally intensive application that leverage parallelism, to distributed systems with complex synchronisations.
2.2 Proving the correctness of the implementation of actors

From the theoretical standpoint, our objective is the following:

— Define the semantics of our actor language. Several semantics for actors exist, but they should be adapted to our context.
— Define the semantics of the target subset of OCaml with algebraic effects.
— Define the translation from actors to effects and prove its correctness.

This theoretical work should either be designed in a distributed setting or extended with distributed actors in a second time.

3 Internship

The internship will take place in the CASH Team, LIP lab, in Lyon France.

Candidate profile  The candidate should ideally be familiar with formal approaches in programming language design, notably type systems, semantics, and logic.

From the practical point of view, a basic experience in software programming and usage of collaborative tools such that git. Knowledge of the OCaml programming language is mandatory.

This internship strongly relies on the fact that practical implementation should have strong theoretical foundations and that further refinements of the theory should get inspiration from the practical side. We expect the candidate to agree with this philosophy.
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