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1 Context

Confluence properties capture relaxed forms of determinism for rewriting systems. Intuitively, they capture that although two rewriting rules can be applied on the same system, diverging to two distinct states, it is always possible to converge back to the same state after a few more rewritings. Confluence properties are central in various settings, from traditional rewriting systems to the semantics of programming languages and logical systems. Here, we are interested in their use in the design of concurrent programming languages where they can capture conditions under which a concurrent program behaves observationally deterministic.

It is often useful to state confluence or partial confluence (i.e. confluence under some conditions) for a programming language [3]. This gives to the programmer the guarantee that a single behaviour can be observed and makes the execution of the program predictable, simplifying both reasoning and testing. Partial confluence may also be used to characterise a given execution in a minimal way [6].

This internship takes place in the context of previous formalisations of confluence properties for actor and active object languages [4, 5, 1], a popular programming model for concurrency. We seek to extend these early results to more complex settings, extending their applicability. Doing so however requires to adapt the underlying proof techniques, and to define precisely the dynamic conditions under which they hold, as well as static analyses soundly ensuring they hold.

In particular, we have identified as a promising lead to develop proof techniques suitable in this context : an old result due to De Bruijn [2] capturing the confluence of a rewriting system by layers, that we have recently mechanized in Coq. We wish to start from this state of art to explore further this space design.

2 Internship objective

The goal of this internship is to prove the confluence of programs written in a language based on active objects. In particular, IFM [4] proves that when the (dynamic) graph of references between objects is a tree, then the computation is guaranteed to be confluent. A simpler observation is that a computation involving only pure objects (in a sense to be made precise) is also confluent.

However, relaxing the first result to allow more general graphs by introducing additional pure objects in a « core tree of impure objects » immediately appears challenging. One is tempted to build the proof of confluence of the global system by assuming the confluence of sub-systems made of sub parts of the graph, for instance only made of pure objects.

The candidate is expected to suggest a first conjecture for such a result of confluence and investigate whether De Bruijn's weak diamond property [2] could lead to an elegant layered proof.

Depending on the initial success of this first phase, and of the personal interest of the candidate, the internship may evolve into one or several of these aspects :
— finding incrementally more general classes of computations for which confluence holds ;
— designing static analyzes to characterize such classes ;
— formalizing the semantics of the language and the confluence results in the Coq proof assistant.
### 3 Internship

The internship will take place in the CASH Team, LIP lab, in Lyon France.

**Candidate profile** The candidate should ideally be familiar with (operational) semantics of programming languages. Previous knowledge of the Coq proof assistant is a plus if this aspect of the internship is to be considered, but not a requisite at all.
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